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Хмельницький – 2020 р.

Мета. Створити примітивний додаток на MVC 4, який покликаний дати деяке початкове розуміння роботи MVC. Як шаблон проекту використовується Empty і проектується міні-додаток з нуля.

Завдання

Розробити web – додаток, що буде представляти примітивну емуляцію служби страхування автомобілів, в якому необхідно реалізувати операції - редагування, видалення, додавання.

Код Програми:

Моделі:

Type.cs

using System;

using System.Collections.Generic;

using System.Linq;

using System.Web;

namespace lab1.Models

{

public class Type

{

public int Id { get; set; }

public string Name { get; set; }

public int Price { get; set; }

}

}

Order.cs

using System;

using System.Collections.Generic;

using System.Linq;

using System.Web;

namespace lab1.Models

{

public class Order

{

public int OrderId { get; set; }

public string Person { get; set; }

public string Address { get; set; }

public int TypeId { get; set; }

public DateTime Date { get; set; }

}

}

Контролери:

HomeController.cs

using lab1.Models;

using System;

using System.Collections.Generic;

using System.Linq;

using System.Web;

using System.Web.Mvc;

namespace lab1.Controllers

{

public class HomeController : Controller

{

TypeContext db = new TypeContext();

public ActionResult Index()

{

IEnumerable<Models.Type> types = db.Types;

ViewBag.Types = types;

return View();

}

[HttpGet]

public ActionResult Buy(int id)

{

ViewBag.BookId = id;

return View();

}

[HttpPost]

public string Buy(Order order)

{

order.Date = DateTime.Now;

db.Orders.Add(order);

db.SaveChanges();

return "Спасибі," + order.Person + ", за покупку!";

}

}

}

TypesController.cs

public class TypesController : Controller

{

private TypeContext db = new TypeContext();

public ActionResult Index()

{

return View(db.Types.ToList());

}

public ActionResult Create()

{

return View();

}

[HttpPost]

[ValidateAntiForgeryToken]

public ActionResult Create([Bind(Include = "Id,Name,Price")] Models.Type type)

{

if (ModelState.IsValid)

{

db.Types.Add(type);

db.SaveChanges();

return RedirectToAction("Index");

}

return View(type);

}

public ActionResult Edit(int? id)

{

if (id == null)

{

return new HttpStatusCodeResult(HttpStatusCode.BadRequest);

}

Models.Type type = db.Types.Find(id);

if (type == null)

{

return HttpNotFound();

}

return View(type);

}

[HttpPost]

[ValidateAntiForgeryToken]

public ActionResult Edit([Bind(Include = "Id,Name,Price")] Models.Type type)

{

if (ModelState.IsValid)

{

db.Entry(type).State = EntityState.Modified;

db.SaveChanges();

return RedirectToAction("Index");

}

return View(type);

}

public ActionResult Delete(int? id)

{

if (id == null)

{

return new HttpStatusCodeResult(HttpStatusCode.BadRequest);

}

Models.Type type = db.Types.Find(id);

if (type == null)

{

return HttpNotFound();

}

return View(type);

}

[HttpPost, ActionName("Delete")]

[ValidateAntiForgeryToken]

public ActionResult DeleteConfirmed(int id)

{

Models.Type type = db.Types.Find(id);

db.Types.Remove(type);

db.SaveChanges();

return RedirectToAction("Index");

}

protected override void Dispose(bool disposing)

{

if (disposing)

{

db.Dispose();

}

base.Dispose(disposing);

}

}

}

Представлення:

Index.cshtml

@model IEnumerable<lab1.Models.Type>

@{

Layout = null;

}

<!DOCTYPE html>

<html>

<head>

<meta name="viewport" content="width=device-width" />

<title>Index</title>

</head>

<body>

<p>

@Html.ActionLink("Створити новий тип", "Create")

</p>

<table class="table">

<tr>

<th>

@Html.DisplayNameFor(model => model.Name)

</th>

<th>

@Html.DisplayNameFor(model => model.Price)

</th>

<th></th>

</tr>

@foreach (var item in Model) {

<tr>

<td>

@Html.DisplayFor(modelItem => item.Name)

</td>

<td>

@Html.DisplayFor(modelItem => item.Price)

</td>

<td>

@Html.ActionLink("Редагувати", "Edit", new { id=item.Id }) |

@Html.ActionLink("Видалити", "Delete", new { id=item.Id })

</td>

</tr>

}

</table>

</body>

</html>

Delete.cshtml

@model lab1.Models.Type

@{

Layout = null;

}

<!DOCTYPE html>

<html>

<head>

<meta name="viewport" content="width=device-width" />

<title>Видалення</title>

</head>

<body>

<h3>Ви впевненні, чи хочете видалити дане страхування</h3>

<div>

<h4>Type</h4>

<hr />

<dl class="dl-horizontal">

<dt>

@Html.DisplayNameFor(model => model.Name)

</dt>

<dd>

@Html.DisplayFor(model => model.Name)

</dd>

<dt>

@Html.DisplayNameFor(model => model.Price)

</dt>

<dd>

@Html.DisplayFor(model => model.Price)

</dd>

</dl>

@using (Html.BeginForm()) {

@Html.AntiForgeryToken()

<div class="form-actions no-color">

<input type="submit" value="Видалити" class="btn btn-default" /> |

@Html.ActionLink("Назад до списку", "Index")

</div>

}

</div>

</body>

</html>

Edit.cshtml

@model lab1.Models.Type

@{

Layout = null;

}

<!DOCTYPE html>

<html>

<head>

<meta name="viewport" content="width=device-width" />

<title>Edit</title>

</head>

<body>

@Scripts.Render("~/bundles/jquery")

@Scripts.Render("~/bundles/jqueryval")

@using (Html.BeginForm())

{

@Html.AntiForgeryToken()

<div class="form-horizontal">

<h4>Тип</h4>

<hr />

@Html.ValidationSummary(true, "", new { @class = "text-danger" })

@Html.HiddenFor(model => model.Id)

<div class="form-group">

@Html.LabelFor(model => model.Name, htmlAttributes: new { @class = "control-label col-md-2" })

<div class="col-md-10">

@Html.EditorFor(model => model.Name, new { htmlAttributes = new { @class = "form-control" } })

@Html.ValidationMessageFor(model => model.Name, "", new { @class = "text-danger" })

</div>

</div>

<div class="form-group">

@Html.LabelFor(model => model.Price, htmlAttributes: new { @class = "control-label col-md-2" })

<div class="col-md-10">

@Html.EditorFor(model => model.Price, new { htmlAttributes = new { @class = "form-control" } })

@Html.ValidationMessageFor(model => model.Price, "", new { @class = "text-danger" })

</div>

</div>

<div class="form-group">

<div class="col-md-offset-2 col-md-10">

<input type="submit" value="Зберегти" class="btn btn-default" />

</div>

</div>

</div>

}

<div>

@Html.ActionLink("Назад до списку", "Index")

</div>

</body>

</html>

Вигляд програми:

![](data:image/png;base64,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)

Рис 1.-Сторінка перегляду видів страхування
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Рис 2.-Сторінка редагування

Контрольні питання:

1. Моделі в ASP.NET MVC 4. Моделі представляють собою прості класи і розташовуються в проекті в каталозі Models. Моделі описують логіку даних.
2. Взаємодія з базою даних

Ми створюємо звичайні класи, а Entity Framework вже сам визначає, як і де зберігати об'єкти цих класів. Випуск ASP.NET MVC 4 вже включає Entity Framework 5.0, однак у проектах по типу Empty вам доведеться підключати фреймворк через пакетний менеджер NuGet. Щоб підключитися до бази даних через Entity Framework, нам потрібен контекст даних.

1. Контекст даних в ASP.NET MVC 4. Щоб підключитися до бази даних через Entity Framework, нам потрібен контекст даних. Контекст даних являє собою клас, похідний від класу DbContext. Контекст даних містить одне або кілька властивостей типу DbSet, де Т представляє тип об'єкта, що зберігається в базі даних.
2. Шаблонні хелпери. Фреймворк MVC має шаблонні хелпери. Вони більш гнучкі в порівнянні з html-хелперами, так як в цьому випадку нам не треба думати, який нам треба створити елемент розмітки і який для цього вибрати хелпер. Ми просто повідомляємо шаблонному хелперу, яку властивість моделі ми хочемо використовувати, а фреймворк вже сам вибирає, який html-елемент згенерувати, виходячи з типу властивості і його метаданих.
3. Шаблонні хелпери для певної моделі.

Шаблонні хелпери:

- Display - створює елемент розмітки, який доступний тільки для читання, для зазначеного властивості моделі: Html.Display ("Name");

- DisplayFor - строго типізований аналог хелпера Display: Html.DisplayFor (e => e.Name);

- Editor - створює елемент розмітки, який доступний для редагування, для зазначеної властивості моделі: Html.Editor ("Name");

- EditorFor - строго типізований аналог хелпера Editor: Html.EditorFor (e => e.Name);

- DisplayText - створює вираз для зазначеного властивості моделі у вигляді простого рядка: Html.DisplayText ("Name");

- DisplayTextFor - строго типізований аналог хелпера DisplayText: Html.DisplayTextFor (e => e.Name). Крім даних шаблонів, які використовуються для окремої властивості моделі, є ще кілька шаблонів, які дозволяють згенерувати разом всі поля для певної моделі:

- DisplayForModel - створює поля для читання для всіх властивостей моделі: Html.DisplayForModel ();

- EditorForModel - створює поля для редагування для всіх властивостей моделі: Html.EditorForModel ()

1. Процес створення БД і підключення до неї

Ми можемо створити базу даних прямо в проекті, або ж створити її на сервері MS SQL. Створимо простий додаток на MVC 4 Bookstore2, як шаблон проекту ми виберемо шаблон Empty. Створимо модель. Після чого потрібно відкрити NuGet пакети, ввести там enable-migrate, потім додати Add-Migration “DataMigration” для додавання міграцій.

Після чого Update-Database для їх запуску.

1. Визначення рядка підключення

Визначення рядка підключення буде виглядати наступним чином:

<configuration>

<connectionStrings>

<add name="BookContext2" connectionString="Data Source=(LocalDB)\v11.0;AttachDbFilename='|DataDirectory|\Bookstore2.mdf';IntegratedSecurity=True" providerName="System.Data.SqlClient" />

</connectionStrings>

</configuration>

1. Файл Web.config. Файл конфігурації програми, який знаходиться в кореневій теці програми
2. Використання підстановки | DataDirectory | дозволяє опустити повний фізичний шлях до бази даних, яка зберігається в папці App\_Data.Підключення файла компонування
3. Редагування моделі

Нехай в деякій дії контролера ми отримуємо об'єкт моделі по Id і виводимо її поля для редагування в представленні: [HttpGet] public ActionResult EditBook(int? id) { if (id == null) { return HttpNotFound(); } Book book = db.Books.Find(id); if (book == null) { return HttpNotFound(); } return View(book); } На випадок, якщо користувач не вкаже Id, ми встановлюємо в якості параметра не int, а int ?. І якщо такий параметр не переданий, то повертаємо результат методу HttpNotFound. А представлення у нас буде містити набір хелперів EditorFor для деяких полів моделі: @{ ViewBag.Title = "Редагувати книгу"; Layout = "~/Views/Shared/\_Layout.cshtml"; } @model Bookstore2.Models.Book

Книга № @Model.Id

@using (Html.BeginForm("EditBook", "Home", FormMethod.Post)) { @Html.HiddenFor(m => m.Id)

@Html.LabelFor(m => m.Name, "Назва книги")   
@Html.EditorFor(m => m.Name)

@Html.LabelFor(m => m.Author, "Автор")   
@Html.EditorFor(m => m.Author)

@Html.LabelFor(m => m.Price, "Ціна")   
@Html.EditorFor(m => m.Price) }

Так як унікальний ідентифікатор Id книги нам не треба редагувати, то поле для його відображення зробимо прихованим, тобто скористаємося хелперів Html.HiddenFor. Тепер нам потрібен сам код збереження. Визначимо в контролері дію EditBook, яка буде обробляти POST-запити: 60 [HttpPost] public ActionResult EditBook(Book book) { db.Entry(book).State = EntityState.Modified; db.SaveChanges(); return RedirectToAction("Index"); }

1. Видалення моделі

Додамо просту дію, яке видаляє модель з бази даних:

public ActionResult Delete(int id)

{ Book b = db.Books.Find(id);
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if (b != null)

{ db.Books.Remove(b);

db.SaveChanges();

}

return RedirectToAction("Index");

}

Спочатку ми перевіряємо, чи є такий об'єкт в БД, і якщо є, то викликаємо метод db.Books.Remove (b). Він встановить статус моделі в Deleted, завдяки чому EntityFramework при виклику методу db.SaveChanges згенерує SQL-вираз DELETE. Але ми можемо самі вказати статус явним чином:

public ActionResult Delete (int id)

{ Book b = new Book {Id = id};

db.Entry(b).State = EntityState.Deleted;

db.SaveChanges ();

return RedirectToAction ("Index");

}

Подібний підхід має один плюс - ми уникаємо першого запиту до БД, який у нас був у вираженні Book b = db.Books.Find(id);. Тобто замість двох запитів до БД тепер у нас тільки один. Але в цілому подібний метод на видалення має один мінус в плані безпеки. Один - GET-запит до методу Delete несе потенційну вразливість. Тому переробимо метод таким чином:

[HttpGet]

public ActionResult Delete(int? id) {

if (id == null)

{ return HttpNotFound(); }

Book b = db.Books.Find(id);

if (b == null)

{ return HttpNotFound(); }

return View(b);

}

[HttpPost, ActionName("Delete")]

public ActionResult DeleteConfirmed(int? id)

{ if (id == null)

{ return HttpNotFound(); }

Book b = db.Books.Find(id);

if (b == null) { return HttpNotFound(); }

db.Books.Remove(b);

db.SaveChanges();

return RedirectToAction("Index"); }

Тепер замість одного методу Delete цілих два. Атрибут ActionName ("Delete") вказує, що метод DeleteConfirmed буде сприйматися як дія Delete. Перший метод передає модель, що видаляється в представлення. На представленні за допомогою натискання кнопки ми зможемо підтвердити видалення. І Id піде другим методом за запитом POST. Таким чином, ми відійдемо від вразливості GETзапиту. Ну і саме представлення: @{ Layout = "~/Views/Shared/\_Layout.cshtml"; } @model Bookstore2.Models.Book

Видалення книги

Назва

@Html.DisplayFor(model => model.Name)

Автор

@Html.DisplayFor(model => model.Author)

Ціна

@Html.DisplayFor(model => model.Price)

@using (Html.BeginForm())

1. a

Для додавання моделі спочатку визначимо пару дій: [HttpGet] public ActionResult Create() { return View(); } [HttpPost] public ActionResult Create(Book book) { db.Books.Add(book); db.SaveChanges(); return RedirectToAction("Index"); } Перший метод повертає користувачеві представлення з формою для додавання, а другий - приймає дані цієї форми. Тепер створимо представлення. Представлення буде виглядати наступним чином: @model Bookstore2.Models.Book @{ Layout = "~/Views/Shared/\_Layout.cshtml"; }

Нова книга

@using (Html.BeginForm()) { @Html.LabelFor(model => model.Name, "Назва книги")   
@Html.EditorFor(model => model.Name)   
  
62 @Html.LabelFor(model => model.Author, "Автор")   
@Html.EditorFor(model => model.Author)   
  
@Html.LabelFor(model => model.Price, "Ціна")   
@Html.EditorFor(model => model.Price)   
}При отриманні моделі book в дії Create метод db.Books.Add(book); буде встановлювати значення Added в якості стану моделі. Тому метод db.SaveChanges () згенерує вираз INSERT для вставки моделі в таблицю. Тобто метод Create ми могли б переписати таким чином: [HttpPost] public ActionResult Create (Book book) { db.Entry (book) .State = EntityState.Added; db.SaveChanges (); return RedirectToAction ("Index"); }

1. Хелпер Html.HiddenFor

Так як унікальний ідентифікатор Id нам не треба редагувати, то поле для його відображення зробимо прихованим, тобто скористаємося хелперів Html.HiddenFor.

1. По суті тут ми визначили одну дію Buy, проте в одному випадку вона виконується при отриманні запиту GET, а в другому випадку - при отриманні запиту POST, що ми і визначили за допомогою атрибутів [HttpGet] і [HttpPost]. Метод public ActionResult Buy (int id) бере id обраної книги і повертає відповідне представлення.
2. За допомогою рядка db.Entry(book).State = EntityState.Modified; ми вказуємо, що об'єкт book існує вже в базі даних, і для нього треба внести в базу змінене значення, а не створювати новий запис.
3. За допомогою рядка db.Entry(book).State = EntityState.Added; ми вказуємо, що об'єкт book треба створити.
4. За допомогою рядка db.Entry(b).State = EntityState.Deleted; ми вказуємо, що об'єкт book існує вже в базі даних, і для нього треба видалити запис з бази.
5. Get і POST-запити при видалені моделі

[HttpGet]

public ActionResult Delete(int? id)

{ if (id == null)

{ return HttpNotFound(); }

Book b = db.Books.Find(id);

if (b == null)

{ return HttpNotFound(); }

return View(b); }

[HttpPost, ActionName("Delete")]

public ActionResult DeleteConfirmed(int? id)

{ if (id == null)

{ return HttpNotFound(); }

Book b = db.Books.Find(id);

if (b == null)

{ return HttpNotFound(); }

db.Books.Remove(b);

db.SaveChanges();

return RedirectToAction("Index"); }

1. Шаблони формування

Оскільки часто розробники змушені створювати представлення для одних і тих же дій: додавання, зміни, видалення і перегляду записів з БД, то команда розробників MVC впровадила таку корисну функцію, як шаблони формування (scaffolding templates). Ці шаблони дозволяють для заданої моделі і контексту даних сформувати всю необхідну розмітку для представлень і контролера, за допомогою яких можна управляти записами у БД.